# Exercises: Arrays, Matrices, Multi-Dimensional Arrays

Problems for exercises and homework for the [“JavaScript Fundamentals” course @ SoftUni](https://softuni.bg/courses/javascript-fundamentals). Submit your solutions in the SoftUni judge system at <https://judge.softuni.bg/Contests/XXX/>.

## Print an Array with a given Delimiter

Write a JS function that prints a given array.

The **input** comes as array of strings. The last element of the array is the delimiter.

The **output** is the same array, printed on the console, each element **separated** with the other by the **given delimiter**.

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| One  Two  Three  Four  Five  - | One-Two-Three-Four-Five |  | How  about  no?  I  will  not  do  it!  \_ | How about no?\_I\_will\_not\_do\_it! |

### Hints

* Let’s start by extracting the delimiter from the input array:
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* Now that we have the element, we need to delete it from the array, because we don’t need it in the output. Thankfully, the Array in JavaScript has a **built-in function** for **removing the last element**, which is **Array.pop()**.
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* And last but not least, let’s print each element of the array, separated with the next one by the delimiter:

![](data:image/png;base64,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)

* The result variable holds our final string. The if check in the loop is necessary so that we don’t **attach an** **unneeded delimiter** somewhere in the result string.

## Print every N-th Element from an Array

Write a JS function that prints every element of an array, on a given step.

The **input** comes as array of strings. The last element is **N - the step**.

The **output** is every element on the **N-th** step **starting from the first one**. If the step is “3”, you need to print the **1-st**, the **4-th**, the **7-th** … and so on, until you reach the end of the array. The elements must be printed each on a new line.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 5  20  31  4  20  2 | 5  31  20 |  | dsa  asd  test  tset  2 | dsa  test | 1  2  3  4  5  6 | 1 |

### Hints

* Use what you’ve seen from the **previous problem** to **extract the last element** of the array.
* Create a step variable to hold the **given step** of the array. Then **print all the elements** with a for loop, **incrementing** the **loop variable** with the value of the step variable.

## Add and Remove Elements from Array \*

Write a JS function that **adds** and **removes** numbers **to / from** an array. You will receive a command which can either be “add” or “remove”.

The **initial number** is **1**. Each input command should **increase that number**, regardless of what it is.

Upon receiving an “add” command you should add the current number to your array.   
Upon receiving the “remove” command you should remove the last entered number, currently existent in the array.

The **input** comes as array of strings. Each element holds a **command**.

The **output** is the array itself, with each element printed on a new line. In case of an empty array, just print “Empty”.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| add  add  add  add | 1  2  3  4 |  | add  add  remove  add  add | 1  4  5 | remove  remove  remove | Empty |

## Rotate Array

Write a JS function that rotates an array. The array should be rotated to the right side, meaning that the last element should become the first, upon rotation.

The **input** comes as array of strings. The **last element** of the array is the amount of rotation you need to perform.

The **output** is the resulted array after the rotations. The elements should be printed on one line, separated by a **single space**.

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| 1  2  3  4  2 | 3 4 1 2 |  | Banana  Orange  Coconut  Apple  15 | Orange Coconut Apple Banana |

### Hints

* Check if there is a **built-in function** for inserting elements **at the** **start** of the array.

## Extract an Increasing Subsequence from an Array

Write a JS function that extract, only those numbers that **form an** **increasing subsequence**. In other words, you start from the **first element**, and go to **the end** of the **given array of number**. If you find a number which is **LESS THAN** the **current biggest one**, you **ignore it**, and you search for the next one. When you find the next one, it becomes the **last biggest number**, and the **next valid** element **should be greater than it**.

The **input** comes as array of strings. Each element will represent a number.

The **output** is the processed array after the filtration, which should be an increasing subsequence. Each element should be printed on a new line.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 1  3  8  4  10  12  3  2  24 | 1  3  8  10  12  24 |  | 1  2  3  4 | 1  2  3  4 | 20  3  2  15  6  1 | 20 |

### Hints

* The **Array.filter()** built-in function might help you a lot with this problem.

## Sort an Array by 2 Criteria

Write a JS function that orders a **given array of strings**, **ascendingly**, by **length** as **primary criteria**, and by **alphabetical order** as **second criteria**. The comparison is **case-insensitive**.

The **input** comes as array of strings.

The **output** is the ordered array of strings.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| alpha  beta  gamma | beta  alpha  gamma |  | Isacc  Theodor  Jack  Harrison  George | Jack  Isacc  George  Theodor  Harrison | test  Deny  omen  Default | Deny  omen  test  Default |

# Multidimensional Arrays

We will mainly work with 2-dimensional arrays. The concept is as simple as working with a simple 1-dimensional array. It is just an array of arrays.

## Magic Matrixes

Write a JS function that checks if a given matrix of numbers is magical. A matrix is magical if the **sums of the cells** of **every row** and **every column** are **equal**.

The **input** comes as array of strings. Each element represents a **string of numbers**, with **spaces** between them. Parse it into a **matrix of numbers**, so you can work with it. The input numbers will **always be positive**.

The **output** is a Boolean result indicating whether the matrix is magical or not.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 4 5 6  6 5 4  5 5 5 | true |  | 11 32 45  21 0 1  21 1 1 | false | 1 0 0  0 0 1  0 1 0 | true |

## Spiral Matrix \*

Write a JS function that generates a **Spirally-filled** matrix with numbers, with given dimensions.

The **input** comes as array of strings. There will be exactly **one element**, containing the **dimensions of the matrix**, which will be **2 numbers** separated by a **space**.

The **output** is the matrix filled spirally. You need to print **every row on a new line**, and every cell **separated with the other by a space**. Starting from **1** you need to fill it completely. Check the examples below.

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| 5 5 | 1 2 3 4 5  16 17 18 19 6  15 24 25 20 7  14 23 22 21 8  13 12 11 10 9 |  | 3 3 | 1 2 3  8 9 4  7 6 5 |

## Diagonal Attack \*

Write a JS function that reads a given matrix of numbers, and checks if both **main diagonals’ sums** of cells are **equal**. If that is so, set every element that is **NOT** from **the main diagonals** to that sum. If that is not true, just print the matrix.

The **input** comes as array of strings. Each element represents a **string of numbers**, with **spaces** between them. Parse it into a **matrix of numbers**, so you can work with it.

The **output** is the matrix filled spirally. You need to print **every row on a new line**, and every cell **separated with the other by a space**. Starting from **1** you need to fill it completely. Check the examples below.

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| 5 3 12 3 1  11 4 23 2 5  101 12 3 21 10  1 4 5 2 2  5 22 33 11 1 | 5 15 15 15 1  15 4 15 2 15  15 15 3 15 15  15 4 15 2 15  5 15 15 15 1 |  | 1 1 1  1 1 1  1 1 0 | 1 1 1  1 1 1  1 1 0 |

## Orbit \*\*

You will be given an empty rectangular space of cells. Then you will be given the position of a star. You need to build the orbits around it.

You will be given a coordinate of a cell, which will **always be** **inside the valid coordinates**, on which you will put the value – 1. Then you must set the values of the cells **directly surrounding that cell**, including the **diagonals**, **to** 2. Then you must set the values of the next surrounding cells to 3 and so on. Check these pictures for more info.

For example we are given a matrix which has 5 rows and 5 columns and the star is at coordinates – “0 0”. Then the following should happen:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 |  |  |  |  |  |  | 1 | 2 |  |  |  |  |  | 1 | 2 | 3 | 4 | 5 |
|  |  |  |  |  |  |  | 2 | 2 |  |  |  |  |  | 2 | 2 | 3 | 4 | 5 |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  | 3 | 3 | 3 | 4 | 5 |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  | 4 | 4 | 4 | 4 | 5 |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  | 5 | 5 | 5 | 5 | 5 |

If the coordinates of the star are somewhere in the middle of the matrix for example – “2 2”, then it should look like this:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  | 3 | 3 | 3 | 3 | 3 |
|  |  |  |  |  |  |  |  | 2 | 2 | 2 |  |  |  | 3 | 2 | 2 | 2 | 3 |
|  |  | 1 |  |  |  |  |  | 2 | 1 | 2 |  |  |  | 3 | 2 | 1 | 2 | 3 |
|  |  |  |  |  |  |  |  | 2 | 2 | 2 |  |  |  | 3 | 2 | 2 | 2 | 3 |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  | 3 | 3 | 3 | 3 | 3 |

The **input** comes as array of strings. The input will consist of exactly two elements. The **first** will contain **two numbers separated by a space** – which represent the **dimensions of the rectangular space**. The **second one** will contain two numbers separated by a space – which represent the **coordinates of the star**.

The **output** is the space filled. Each cell should be printed, and**, separated by a space** each **row on a new line**.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 4 4  0 0 | 1 2 3 4  2 2 3 4  3 3 3 4  4 4 4 4 |  | 5 5  2 2 | 3 3 3 3 3  3 2 2 2 3  3 2 1 2 3  3 2 2 2 3  3 3 3 3 3 | 3 3  2 2 | 3 3 3  3 2 2  3 2 1 |

### Hints

* Check if there is some **dependency** or **relation** between the **position of the numbers** and the **rows** and **columns** of those positions.